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Abstract. PAKE (Password-Authenticated Key Exchange) is a family of cryptographic schemes which
allows users with low-entropy passwords to establish a high-entropy session key. This paper provides
a deeper security analysis into the PAKE schemes by Abdalla and Pointcheval (2005), written in the
Bellare-Rogaway Game-Playing Model. We convert the asymptotic syntax used in the original paper to
a modern concrete one and provide an additional proof which formalizes a result left implicit in the
original work. In particular, an insecure strawman scheme is presented in the paper and we provide new
definitions and a precise reduction to accurately measure the advantage of any adversary against it. We
follow this with a brief security analysis of their scheme SPAKE1, conjecturing that it is secure against
all concrete adversaries. This enables website and application developers to evaluate and compare the
security of different competing PAKE schemes when choosing one to implement.

1 Introduction

Nowadays, many applications rely on passwords for user authentication. In some use-cases,
two users select a common password and must use it to establish high-entropy session key for
end-to-end encryption. Usually, the password is a weak one that people can easily remember.
This makes näıve attempts at session-key generation vulnerable to dictionary and other offline
attacks by adversaries on the server or the network, compromising the entire session’s data.
PAKEs (Password-Authenticated Key Exchange) is a type of cryptographic scheme which
solves this problem and seeks to establish strong session keys from weak passwords, thus
allowing the communications to remain secure.

According to [5], PAKEs allow secure session keys to be exchanged over the network
with the only prerequisite shared secret between the two parties involved being the (weak)
password. Another defining property of PAKEs is that they also minimise the ability of an
adversary, be it an eavesdropper or man-in-the-middle, to perform brute-force attacks on the
communications between the two parties (like dictionary attacks) to obtain the password.
PAKE thus provides strong security while making use of only low-entropy passwords, which
is extremely useful in the real world.

To formally prove the security of such schemes, then, we employ the game-playing model,
first introduced by Bellare and Rogaway in 2004 [5]. In recent years, this has become a
popular approach to writing security proofs as this is a precise way of stating and concretising
the success of an adversary, and thus this model will be used later in this paper. One way of
concretely proving the security/insecurity of a scheme is by reducing the scheme to a known
hard problem, which we will show later. Another use of the model demonstrated in section ??
is formally describing an adversary and measuring its advantage, i.e. how well it performs.

In the game-playing model, the user is the “gamemaster” and the adversary is the “player”.
The user sets up the scheme, which is the “game” that the adversary is playing against, and
the adversary interacts with the user through oracles, which are the only ways to access game
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state. The adversary wins the game if it is able to reach the adversarial goal (e.g. guessing
the password, finding the key); the user wins otherwise.

1.1 Contributions

This paper will focus on fully analysing the SPAKE schemes provided in [1]. The main
contributions of this paper are as follows:

– full analysis of the strawman scheme that the original paper glossed over - we gave a
mathematical proof of its insecurity by constructing an adversary and precisely measuring
its advantage in the game-playing model (in section 6.2)

– conversion of several results from the original paper from asymptotic approach to the
more modern concrete approach - the latter is more widely-used currently due to the
way it simplifies implementation and provides accurate security bounds to measure
security/insecurity of a scheme (shown in section 7.1)

2 Syntax and definitions

As mentioned above, we adapt the PAKE security model of Abdalla and Pointcheval [1] to
the concrete variant of the Bellare-Rogaway game-playing model [4]. In doing so, we borrow
from the notation of [2].

2.1 PAKE syntax

We say P is a PAKE (Password-Authenticated Key Exchange) scheme if it satisfies the
following properties for any user U :

P.ks is the set of all possible session keys exchanged.

P.Exec∗ executes a protocol between two users, where each user provides their password as
input and receives the secret key as output.

For correctness, the outputs that two users recieve should always be equal given that their
inputs (i.e. the password given) are equal. Additionally, the output of P.Exec to each user
must always be an element of P.ks.

2.2 Notation for describing PAKE over the network

Here we define for some PAKE scheme P some notation to aid in the description of games
and adversaries later on. We say that U is the set of all users, and for any U1, U2 ∈ U :

P.Send(U2, (U1,M)) denotes U1 sending M to U2;

P.Exec(U1, U2) denotes P.Exec∗ between U1 and U2, where U1 and U2 both input their
password, returning the session transcript; and

P.sks is a mapping between users and session keys. Whenever a new session key (which
should be the same for honest execution) K is established for user U , P.sks[U ] = K.
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2.3 Password frequency distributions

We define a password to be a bitstring whose length is at most L, where L is an integer
which all practical passwords do not exceed in length. We then define a password frequency
distribution function to be a function f :

⋃L
i=1{0, 1}i → [0, 1], such that its sum over all

possible passwords is exactly 1. We then define a function rank(f, n) that takes as input a
password frequency distribution f and an integer n, and returns the password with the n-th
highest frequency (if there is more than one, they are sorted in lexicographical order). Finally,
we define a algorithm draw(f) that returns each possible password pw with probability f(pw)
for any password frequency distribution f .

3 DLP dictionary problem (DLP-DICT)

A dictionary attack is a common attack against many cryptographic schemes that involves
guessing common keys or plaintexts. It can be very effective when the key is low-entropy.
PAKEs aim to defeat such attacks, but a weak PAKE scheme that we will be studying later
lends itself quite handily to such an attack. As such we will now be looking at a game Gdlp-dict

G,f,N

(where G is a group, N is a group element and f is a password distribution function that
returns the password frequency) that specifically captures that situation, and one specific
adversary who has a high advantage playing this game given certain conditions are fulfilled.

As seen in figure 1a, the adversary is given Npw where pw is a password drawn randomly
according to the distribution f . The adversary succeeds if the value of Npw′

it obtained is
equal to the actual one given by the game (Npw), and it can use the oracle Freq given to
access the n-th most common password.

We also define the advantage of an adversary D against this game as the probability of it
winning the game; that is,

Advdlp-dict
G,f,N (D) = Pr

[
Gdlp-dict

G,f,N (D)
]
.

Now, we will give a simple example of an adversary that performs a dictionary attack, i.e.
it just tries passwords in order of frequency. This adversary can perform well in this game
given f is mildly skewed i.e. given moderately high variance; in the lemma below we will
state exactly its advantage in terms of f .

Game Gdlp-dict
G,f,N (D)

pw ← draw(f)
pw′ ←DFreq(Npw)
return Npw′

= Npw

Oracle Freq(n)

return rank(f, n)

(a) Game for DLP-DICT problem

Adversary DFreq
q (Npw)

pw′ ← 0, n← 1
while Npw′ ̸= Npw and n ≤ q,

pw′ ← Freq(n)
n← n+ 1

if Npw′ ̸= Npw and n > q
then pw′ ← Freq(q + 1)

return pw′

(b) An adversary against the DLP-DICT problem
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Lemma 1. We define a family of adversaries parameterised by q in figure 1b. Then

Advdlp-dict
G,f,N (Dq) =

q+1∑
i=1

f(rank(f, i)).

Proof. Notice that if the selected pw is among the first q + 1 highest-frequency passwords,
the adversary is guaranteed to return that password: if it is among the first q, then it will
be checked and returned in the while-loop, and if it is the q + 1-th password, then it will
just be returned without checking after the while-loop (as shown in the if branch). Since, by
definition, the probability that the password is the first in that list is given by rank(f, 1), the
probability of it being second is given by rank(f, 2), and so forth, and these events are all
disjoint (i.e. mutually exclusive), the probability any of the events occurring is simply given
by the sum of all their probabilities.

4 The security of PAKE

We will now present a framework with which we can formally prove the security of PAKE
schemes, as previously laid out by [2].

4.1 Intuition

Intuitively, we expect that a secure PAKE satisfies these four security properties:

Offline dictionary resistance Offline dictionary resistance is the property that even if commu-
nications between the two parties are leaked, it is computationally infeasible to recover the
shared password, meaning that it is impractical to launch a brute-force dictionary attack on
any leaked communications using current or near-future technology.

Forward secrecy Forward secrecy is achieved by a PAKE scheme when, in the event that the
password is leaked, it is still computationally infeasible to recover previous session keys that
were exchanged using it.

Known-session security The keys exchanged using a known-session secure PAKE scheme will
appear to be completely unrelated; in other words, even if one session key is compromised,
the attacker should not be able to compromise other keys given only that information.

Online dictionary secrecy A PAKE scheme achieves online dictionary secrecy if it only allows
an attacker to check at most one password per execution of the protocol in a single session
with a single user.

4.2 Security game

Now, we will formalise the above intuitive notions of security with a security “game”. While
the four security properties are convenient for checking that a scheme is secure, we will see
later that simply fulfilling the above properties does not necessarily mean that the scheme is
secure. Recalling [2], for some PAKE protocol P, and a table pws where pws[U ] = ⊥ for all U
initially, we have:
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Game Gpake
P,f (A)

revealed←∅
flag← false

b
$←{0, 1}

b′←ASend,Execute,Reveal,Test,Freq(f)

return b′ = b

Oracle Execute(U1, U2)

if pws[U1] = ⊥ and pws[U2] = ⊥ then

pws[U1] = draw(f)

if pws[U1] = ⊥ then

pws[U1] = pws[U2]

if pws[U2] = ⊥ then

pws[U2] = pws[U1]

return P.Exec(U1, U2)

Oracle Send(U2, (U1, x))

return P.Send(U2, (U1, x))

Oracle Reveal(U)

revealed← revealed ∪ {U}
return P.sks[U ]

Oracle Test(U)

if flag or U ∈ revealed then return ⊥
revealed← revealed ∪ {U}
flag← true
let K0

$← P.ks
let K1 = P.sks[U ]
return Kb

Oracle Freq(n)

return rank(f, n)

Intuitively, the goal of the adversary is to guess whether a given bitstring is a real session
key or not. The adversary wins if and only if they can successfully tell whether a key is real,
as shown in the game, and the success of the adversary would prove the scheme’s insecurity
due to its inability to select a truly random session key. To this end, they will be given some
oracles as shown above, which they may use to interact with the game any number of times.
The oracle Execute(U1, U2) establishes a common password between 2 users according to a
password frequency distribution, Send(U2, (U1, x)) sends a message from a user (denoted as
U1) to another user (denoted as U2), Reveal(U) denotes revealing a session key, Test(U)
returns either the real or random session key for the adversary to guess, and Freq(n) returns
the password with the n-th highest frequency in the distribution.

Now, let us formally define Pr[Gpake
P,f (A)] to be the probability that our adversary A wins

the game. Then the advantage of A is

Advpake
P,f (A) = 2Pr

[
Gpake

P,f (A)
]
− 1

This formula accounts for the 50% probability that A wins by guessing the key randomly,
and scales it to be between 0 and 1. Under the above assumptions, we say that the PAKE
scheme is secure if the advantage of any practical adversary is negligible and it is extremely
difficult for the adversary to guess whether the key is real.

5 SPAKE protocols

Here, we present two similar protocols which we will be studying in the diagram below, both
of which are taken from [1]. The strawman scheme is not named in the original work, so for
our purposes we will be naming it SPAKE?. The diagram illustrates parts of the protocols,
SPAKE? and SPAKE1, that are exactly the same, and the differences between them are then
shown in different types of boxes below that.

In each SPAKE protocol, Alice first picks a random number x from N and computes
X, which is defined to be gxMpw. Then Bob does the same, except using another random
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Alice Bob

Pick random x ∈ N Pick random y ∈ N

gxMpw X

Y gyNpw

W = (Y N− pw)
x
= gxy W = (XM− pw)

y
= gxy

Private information: password pw
Public information: group G generated by g, group elements M,N

SPAKE?: K = W

SPAKE1: K = Hash(“Alice”, “Bob”X, Y,W )

Fig. 2: Illustration of the various SPAKE protocols

number y. At the end, both Alice and Bob compute W, from which K is directly derived as
shown above. We will later be bounding the advantage of any adversary against SPAKE? to
show the scheme’s insecurity and will also be providing a conjecture and intuition for the
security of SPAKE1.

6 SPAKE?

At first glance, SPAKE? is similar to the Diffie-Hellman Key Exchange scheme and seems
to fulfil the four security properties, and hence should be secure; intuitively it achieves all
four security properties (since DHKE does as well). However, we soon realise the scheme is
still not secure, even after satisfying the four security properties. We will now show why this
is so and describe an adversary playing the SPAKE? game, again with reference to [1], in
which SPAKE? was less formally referred to as an extreme case of a protocol with no use of
random oracles. We shall, however, formally describe the adversary in more detail than the
original paper for a better understanding of such a scheme’s problems.

6.1 Definition

The two main functions of SPAKE? that must be implemented are SPAKE?.Exec and
SPAKE?.Send. In Exec, the function simply executes the protocol between two simulated users
as in figure 2. SPAKE?.Send is a state machine simulating only one user responding to the
inputs given to it, according to the same protocol. For brevity, we do not list the pseudocode,
here, but it can be found in appendix A.

6.2 (In)security of SPAKE? Scheme

This scheme looks quite similar to the Diffie-Hellman Key Exchange algorithm, which is
thought to be very secure. However, as we shall soon see, there exists an adversary with high
advantage against this game. Formally, we say that:
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Theorem 1. Given a group G with a public group element N, and a password frequency f ,
if there exists an adversary B against DLP-DICT, then there exists an adversary A against
SPAKE?.

Advpake
SPAKE?,f,N(A) ≥

(
1− |G|−1

)
Advdlp-dict

G,f,N (B).

Proof. Let e be the identity element of group G. We will now provide a concrete example of
such an adversary A built using B in figure 3. Here, the adversary works as a man-in-the-
middle, by intercepting the first message from user 1, and altering it en route to user 2. Then,
the adversary compromises K1 and K2, the session keys of U1 and U2. Thus the adversary is
able to compute Npw = Y (K1/K2)r

−1. Then, it will use B to attempt to brute-force pw from
Npw and use it to establish a new session key with a user. Then it will call Test on that
session, check whether its response is equal to the new session key it established, and return
the corresponding bit (0 for not equal and 1 for equal).

For explanatory purposes, we will present the entire SPAKE? game with its oracles and
the adversary inlined in 4. This provides the big picture of the adversary’s attempt to reach
its goal and break the scheme’s security.

Recall the definition of the advantage of an adversary against the PAKE from section 4.2.
This gives us

Advpake
SPAKE?,f,N(A) = 2Pr

[
Gpake

SPAKE?,f,N(A)
]
− 1 (1)

= 2Pr[G0]− 1 (2)

= 2Pr[b′ = b]− 1 (3)

= 2(Pr[b = 1]Pr[b′ = 1|b = 1] + Pr[b = 1]Pr[b′ = 0|b = 0])− 1 (4)

= 2

(
1

2
Pr[b′ = 1|b = 1] +

1

2
Pr[b′ = 0|b = 0]

)
− 1 (5)

= Pr[b′ = 1|b = 1]− Pr[b′ = 1|b = 0] (6)

The reason equations 2 and 3 are equal is that G0 returns 1 if (and only if) b′ = b as
seen in the last line of G0. Then, manipulating probabilities reduces the expression to the
difference between the probabilities of two simple cases in equation 6: when the adversary
guesses 1 when challenge bit b is 1 and, and when the adversary guesses 1 when the challenge
bit is 0. We will now explore these two cases.

Let us first consider the case where b = 1, i.e. the session key returned by Test is
real. Then the success of A depends entirely on the success of B. If B succeeds, then A is
guaranteed to succeed as well, and if A does not succeed, then it implies B did not succeed
either. Note that B succeeds if it can find either pw or a value such that Npw ≡ Npw′

, which
it can use to establish a new session key; later on, testing if K = K ′ will definitely return
true. However, if B fails, then b′ is guaranteed to be 0. Therefore,

Pr[b′ = 1|b = 1] = Pr
[
Gdlp-dict

G,f,N (B)
]
= Advdlp-dict

G,f,N (B).

Now we turn our attention to the case where b = 0, i.e. the session key returned by Test
is randomly generated. As explained above, if B fails, b′ is immediately set to 0. If B succeeds,
then one would expect A to return b′ = 0. However, if the random group element K0 chosen
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in the line K0
$← G happens to be exactly the same as K ′, then the test K ′ = K will still

succeed, resulting in b′ being set to 1. Since there are |G| group elements being chosen from,
the probability of this collision is simply |G|−1. Then the overall probability of b′ being set to
1 while b is 0 is given by the probability that B succeeds and K ′ = K. This yields

Pr[b′ = 1|b = 0] = Pr
[
Gdlp-dict

G,f,N (B)
]
· |G|−1 = |G|−1Advdlp-dict

G,f,N (B).

Adversary ASend,Execute,Reveal,Test,Freq

U1
$←U

U2
$←U \ {U1}

r
$←G \ {e}

Execute(U1, U2)
(U ′, X)← Send(U1, (U2, start))
(U ′, Y )← Send(U2, (U1, Xgr))
Send(U1, (U2, Y ))
K1←Reveal(U1)

K2←Reveal(U2)
Npw←K1K

−1
2 r−1Y

pw ←BFreq(Npw)
if pw = ⊥ then
return 0

(U ′, Y )← Send(U1, (U2, start))

x
$←G \ {e};X ← gxMpw

K← (Y N−pw)
x

K ′←Test(U2)
return K = K ′

Fig. 3: Adversary against SPAKE?

Game G0

revealed←∅
pws←∅
flag← false
b

$←{0, 1}
U1

$←U ;U2
$←U \ {U1}

r
$←G \ {e}

Execute(U1, U2)
(U ′, X)← Send(U1, (U2, start))
(U ′, Y )← Send(U2, (U1, Xgr))
Send(U1, (U2, Y ))
K1←Reveal(U1);K2←Reveal(U2)
Npw←K1K

−1
2 r−1Y

pw ←BFreq(Npw)

if pw = ⊥ then
b′← 0

else
(U ′, Y )← Send(U1, (U2, start))

x
$←G \ {e};X ← gxMpw

K ′← (Y N− pw)
x

if flag or U2 ∈ revealed then
return ⊥

revealed← revealed ∪ {U2}
flag← true
K0

$←G
K1← SPAKE?.sks[U2]
K←Kb

b′←K ′ = K
return b′ = b

Fig. 4: Inlined SPAKE? game

We note that this man-in-the-middle adversary for SPAKE? poses a risk to practical
applications, since a real-world adversary could do this by having either user install malware
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on their computer. Using our result from 3, a more concrete lower bound on the advantage of
such an adversary can be given:

Corollary 1. Given a group G with a public group element N where exponentiation can be
performed in O(τ), and a password frequency f , there exists a qτ -time adversary A against
SPAKE? such that

Advpake
SPAKE?,f (A) ≥

(
1− |G|−1

) q+1∑
i=1

f(rank(f, i)).

Proof. If we substitute B in our adversary above for Dq for some positive integer q, (defined
in section 3), then lemma 1 gives the advantage of Dq which can just be plugged in.

Since the only non-constant-time component of A is the line where it runs B— instantiated
in this case to Dq — it is guaranteed to make up to q exponentiations in G. Therefore this
adversary has a time complexity of O(qτ) where τ is the time complexity of an exponentiation
in G.

7 SPAKE1

For this section, we will be providing an intuition and conjecture for the security of SPAKE1.

7.1 Security

Since it is very similar to SPAKE?, the formal definition of SPAKE1 can be found in appendix
B. Notice that the only difference between this scheme and SPAKE? is the final hashing of the
session key (see figure 2 above). Intuitively, the reason this prevents the attack against SPAKE?
is because if we assume the hash is “good”, then it destroys all structure, crucially including
the group structure. This means that the adversary cannot exploit algebraic relationships
between session keys; no matter how he tampers with communications, they will not be
related in any predictable way.

What exactly is a “good” hash? [7] lists some common properties of a strong hash function
such as preimage resistance and collision resistance. However, the ultimate ideal hash is given
by a so-called random oracle. First formally stated in [3], this model assumes the existence of
a function that associates each unique input with a truly random output, and hence there is
no way to predict its output, or relationships between outputs even if the inputs are closely
related. So, the attack is mitigated by using a hash function behaving like a random oracle.

However, the hashing of the session key does not only prevent this attack, but it also
prevents all other attacks. By reducing the problem down to known hard problems, it can be
shown that breaking SPAKE1 is itself a hard problem.

A theorem bounding SPAKE1’s security was first stated and proven in [1]. Here we have
adapted it in the concrete style rather than the asymptotic approach used in the paper, and
as such certain bounds had to be adapted and certain variables had to be concretised from
the original, necessitating re-proving of the theorem; we are however fairly certain of this new
bound. Therefore, it is instead given here as a conjecture whose proof is an area for future
work to expand on.
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Conjecture 1. Given any adversary A against SPAKE1 which makes at most qsendSend queries
(of which qstart send the message start), qH hash queries, and qexe Execute queries, there
exist adversaries B and C against CDH over some group G respectively such that B runs in
O(4t+ (qstart + qH)τ) and C runs in O(t+ (2qexe + 3)τ) where τ is the time complexity of a
single exponentiation in G, and

Advpake
SPAKE1,f,N(A) ≤ 2

(
qsend
2L

+ 6

√
214−2LAdvcdh

G (B) + 215q4H
22L|G|

)
+

2

(
(qexe + qsend)

2

2|G|
+ qHAdvcdh

G (C)

)
.

The CDH problem, its game, and its advantage function are quite well-known; but for
completeness they can be found in appendix C. Therefore, given that CDH is a well-known
hard problem, an adversary against SPAKE1 that is bounded by an adversary against CDH
has a low advantage, making the scheme secure.

8 Conclusion

In this paper, we have precisely measured the advantage of any adversary against SPAKE?,
a strawman scheme provided in [1], using the Bellare-Rogaway game-playing model. We have
also written everything in the concrete approach, which better aids implementation and
accuracy. The results of this paper would be useful for people who want to implement PAKE
schemes (like application and website designers), and future researchers of PAKE, to better
evalulate and compare the security of competing PAKE schemes and make a more informed
decision when choosing a scheme to implement.

8.1 Future work

Future work could explore the full security proof of the SPAKE1 theorem (conjecture 1), study
the issue of session concurrency for SPAKE1, and also prove the security of SPAKE2, the
third scheme provided in [1]. A comparison of the practical usage of SPAKE1 and SPAKE2
could then be made.
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A Formal definition of SPAKE?

Here a formal definition of SPAKE? in pseudocode is given as described in 6.1. Below we
defined Env to be a map where Env[U ] = ⊥ for all U initially.

Procedure SPAKE?.Send(U2, (U1,msg))

if msg = start then
x

$←G;X ← gxMpw

Env[U1]←⊥
Env[U2]← (x,X)
return (U2, X)

if Env[U2] = ⊥ then
(A,X)←msg

y
$←G;Y ← gyNpw

W ← (X/Mpw)y

Env[U2]← (y, Y )
K←W
SPAKE?.sks[U2]←K
return (U2, Y )

if Env[U2] ̸= ⊥ and Env[U1] ̸= ⊥ then
(B, Y )←msg
x,X ← Env[U2]
W ← (Y/Mpw)x

K←W
SPAKE?.sks[U2]←K

Procedure SPAKE?.Exec(U1, U2)

x
$←G;X ← gxMpw

y
$←G;Y ← gyNpw

W ← (X/Mpw)y

K←W
SPAKE?.sks[U1]←K
SPAKE?.sks[U2]←K
return ((U1, X), (U2, Y ))

B Formal definition of SPAKE1

Below we give a formal description of SPAKE1 as promised in 7.1.

Let Env be a map.
Procedure SPAKE1.Send(U2, (U1,msg))

if msg = start then
x

$←G;X ← gxMpw

Env[U1]←⊥
Env[U2]← (x,X)
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return (U2, X)
if Env[U2] = ⊥ then
(A,X)←msg

y
$←G;Y ← gyNpw

W ← (X/Mpw)y

Env[U2]← (y, Y )
K←H(A,U2, X, Y,W )
SPAKE1.sks[U2]←K
return (U2, Y )

if Env[U2] ̸= ⊥ and Env[U1] ̸= ⊥ then
(B, Y )←msg
x,X ← Env[U2]
W ← (Y/Mpw)x

K←H(U2, B,X, Y,W )
SPAKE1.sks[U2]←K

Procedure SPAKE1.Exec(U1, U2)

x
$←G;X ← gxMpw

y
$←G;Y ← gyNpw

W ← (X/Mpw)y

K←H(U1, U2, X, Y,W )
SPAKE1.sks[U1]←K
SPAKE1.sks[U2]←K
return ((U1, X), (U2, Y ))

C Computational Diffie-Hellman problem (CDH)

Here we will reproduce the original Computational Diffie-Hellman problem as presented in
[6], but generalised to any finite cyclic group G generated by g, as used in section ??. Note
that all operations below are taken in this group.

Given a pair of values (gu, gv) where u and v are uniformly randomly chosen from N, find
guv. We also say CDH(u, v) = guv. The assumption that this problem is hard to solve was
first used in the in original DHKE protocol in [6]; we say the advantage of an adversary A
solving this problem Advcdh

G (A) = Pr
[
Gcdh

G (A)
]
, where Gcdh

G is defined as

Game Gcdh
G (A)

u
$← N

v
$← N

x←A(gu, gv)
return x = guv
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